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Abstract 
 

Functional programming is a paradigm of computer 
programming that composes a program with functions 
without side effects like mathematical functions. While it 
has the advantage of affinity for describing parallel 
processing, large-scale numerical computation, signal 
processing, and so on [1], it is considered difficult for even 
programmers to learn functional programming because of 
its high level of abstraction. In recent years, however, many 
programming languages have begun to incorporate basic 
functional features. We are developing a visual learning 
system for novice programmers of functional programming. 
This paper proposes a new method for dynamically 
visualizing the behavior of the most useful basic higher-
order functions including lazy evaluation, and reports on an 
implemented prototype visualization system. In this 
method, a function is represented as a horizontal line 
segment instead of a node or a box, and function evaluation 
is represented as moving arguments down over the line 
segment instead of static line connections between nodes. 

 
1.  Introduction 
 

The concept of functional programming began with early 
research in LISP, and dedicated programming languages 
such as ML, Haskell, and Scala have been put to practical 
use. It describes computer operations in terms of functions 
in the mathematical sense without side effects, which 
always return the same values when called with the same 
arguments. Functional programming is also characterized 
by the fact that changing a value of any variable is 
prohibited in principle. It has been used in academic 
research and certain business areas because of its simplicity 
and suitability for parallel processing. 

While functional programming has great advantages 
such as simplicity of description, it is considered difficult 
to learn due to its high level of abstraction and has not been 
widely adopted in actual software development. Its concept 
is very different from procedural and object-oriented 

models, where the state of a virtual computer is changed by 
instructions. 

In recent years, with the development of compiler 
technology conventional programming languages such as 
Java and Python now offer functional syntax and features 
as a useful complement to conventional programming 
methods. As a result, functional programming techniques 
are being introduced even in environments where only 
conventional programming languages are used. Today, 
knowledge of functional programming has become a 
necessity for developers. 

However, functional programming is considered to be 
difficult to learn because it has many unique features. 
• Recursive functions: Instead of loops recursions are 

used for repetitive processing. 
• First-class functions: Functions can be treated like data 

and assignable to variables. 
• Higher-order functions: Functions can be used as 

arguments or return values of functions. 
• Currying: Converting a function that takes multiple 

arguments into a higher-order function of one variable 
that returns a function. 

• Lazy evaluation: The evaluation of an expression is 
performed at the point in time when the value after the 
evaluation is needed. 

• Closure: A type of function that preserves the context 
(state) in which it was generated. 

• Monad: A monad is used for input/output and performs 
time-series processing or exceptional processing. 

• Map, Reduce, Filter: These higher-order functions are 
often used for batch processing of data sequences. 

Against this background, there is a need for education 
and teaching materials for basic knowledge of functional 
programming in information technology universities, 
technical schools, and software companies. 

In programming education, the effectiveness of visual 
learning materials [2][3] such as dynamic visualization of 
the program execution process (e.g., algorithm animation) 
and visual programming that combines visual components 
such as blocks has long been recognized. 
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Therefore, with the goal of developing a visual learning 
environment for functional programming, we are 
developing a method for visualizing the dynamic behavior 
of programs that are considered particularly difficult for 
beginning programmers to understand, such as higher-
order functions and lazy evaluation. A higher-order 
function is a function that treats another function as its 
argument or return value, and lazy evaluation is an 
evaluation method in which an expression or function is 
actually evaluated only when a value is needed in the 
program. we are considering using visualization methods 
that are familiar and effective for beginners in conventional 
programming materials. 

 
2. Related Work 
 

Many program visualizations and visual languages of 
functional programming have been proposed [1][4][5], but 
most of them represent the relationship between functions 
as a network structure with nodes and links. In such 
methods, it is difficult to represent the dynamic behavior of 
functional programming, such as higher-order functions 
and lazy evaluation. 

Learning programming often involves writing programs 
and learning processing concepts from the execution results. 
Okamoto et al.[6] conducted an experiment in which they 
visualized the processing of a program written in C using 
four methods: visualization, identification, predictability, 
and separation. As a result, it was confirmed that there was 
a learning effect for more than one-third of the users. 

Oshiro et al. [7] developed an elementary algorithm 
visualization system and proposed an experiment in which 
they presented a program in a programming language with 
which the learners were unfamiliar in terms of execution 
and process structure, and then asked the learners to write 
the corresponding source code. 

In addition, Takeuchi et al. [8] proposed a learning 
support method that automatically generates fill-in-the-
blank questions for functional programming languages and 
judges whether the answers are correct or incorrect. The 
results suggest that writing programs in other languages for 
the same process and comparing them can improve the 
learning effect. 
 
3. Proposal 
 

To support the learning of functional programming 
languages, we propose a learning system that dynamically 
visualizes the processing flow using animation by 
graphically representing functions and data lists as 
arguments used in functional programming languages. 
Among them, we develop a method to dynamically 
visualize higher-order functions and lazy evaluation 

mechanisms commonly used in functional programming. 
The target programming language is Haskell, and examples 
of Haskell source code are presented. 

As a related project, we are developing a visual 
programming learning environment for beginners in 
functional programming [9], as shown in Figure 1. It 
supports a Scratch-like Japanese visual programming 
language that is interchangeable with Haskell code. 

In conjunction with this learning environment, we 
propose a method for dynamically visualizing the behavior 
of the most useful basic higher-order functions on data lists 
in functional programming, such as “map”, “filter”, and 
“fold” (or “reduce”) and are implementing a prototype 
visualization system. These higher-order functions take 
arguments of a function and an array of data such as 
numbers and apply the function to each element of the array. 

Figure 2 and Figure 3 show examples of our proposed 
visualization method for high-order functions, “map” and 
“filter” on a data list. In this visualization method, a 
function is represented as a horizontal line segment instead 
of a node or a box, and function evaluation is represented 
as the movement of list elements down over the line 
segment instead of static line connections between nodes. 
In addition, by using animation, it is possible to represent 
the dynamic behavior of higher-order functions, including 
lazy evaluation. Figure 4 shows an example of a sequence 
of functions and lazy evaluation. Only evaluated list 
elements are moved. 

   
4. Prototype System 
 

Figure 5 shows an example screenshot of the prototype 
system. When a user enters parameters of a small program, 
such as function names, variable names, arguments, the 
system generates a diagram according to the input data and 
dynamically visualizes the processing flow of four basic 
functions: “map”, “filter”, “foldl” and “take”, with 
animation. At the same time, the system generates Haskell 
source code according to the input. 

In Figure 5, there is a data list based on the values entered 

Fig1: Functional programming learning environment 
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into the system by the user, two horizontal line segments 
representing the functions, and Haskell code generated by 
the system. A data list that appears above a horizontal line 
segment indicates that the function receives a list as an 
argument that has not been evaluated. 

The system expresses that the function evaluates the 
elements of the argument list by moving each element 
down over the corresponding horizontal line segment, as 
shown in Figure 6. In this figure, the filter function outputs 
a list of elements greater than 2 that pass through the 
horizontal line segment, and the output list is given as an 
argument to the print function, which displays the elements. 

In this system, only those elements whose values are 
actually evaluated in the lazy evaluation fall in the 
animation to represent the timing of the evaluation. As 
shown in Figure 6, elements that do not fall as the 
animation progresses indicate that they have not yet been 
evaluated. 

 
5. Summary 
 
 The paper reports on our ongoing development of a 
system that dynamically visualizes basic functions used in 
the functional programming language Haskell. This system 

provides dynamic visualization of the basic process flow of 
higher-order functions and lazy evaluation.  
 For future work, it is necessary to implement functions 
that could not be implemented in this study and to express 
properties of functional programming languages such as 
referential transparency. A user study is also needed. 

In this research, we proposed and implemented a method 
for dynamically visualizing the behavior of basic higher-
order functions in functional programming. This 
visualization will be a part of learning environment for 
college students in computer science or related departments 
and software engineers in information technology 
companies.  
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Fig6: Example of the visualization after application and animation of the filter function 

Fig5: Overview of the prototype visualization system (before the function application) 
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